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## Models



## Text to objects and back



## Object Grammars

- Interleave grammar with data binding
- object construction
- field assignment
- predicates
- Bind to paths in to create cross references
- Formatting hints to guide pretty printing


## Points

P ::= [Point] "(" x:int "," y:int ")"
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Field binding
Built-in primitives

P ::= [Point] "(" x:int "," y:int ")"

## Points



The schema
class Point $x$ : int $y$ : int
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## Expressions

\author{
Exp ::= [Binary] lhs:Exp op:"+" rhs:Exp [Binary] lhs:Exp op:"*" rhs:Exp <br> | [Const] value:int <br> | "(" Exp ")" <br> ```
class Exp <br> class Binary < Exp <br> op: str <br> lhs: Exp <br> rhs: Exp <br> class Const < Exp <br> value: int

```
}

\section*{Expressions}

\section*{Both + and * become Binary objects}

Exp ::= [Binary] lhs:Exp op:"+" rhs:Exp [Binary] lhs:Exp op:"*" rhs:Exp
| [Const] value:int
| "(" Exp ")"
```

class Exp
class Binary < Exp
op: str
lhs: Exp
rhs: Exp
class Const < Exp
value: int

```

\section*{Expressions}

\section*{Both + and * become Binary objects}

Exp ::= [Binary] lhs:Exp op:"+" rhs:Exp [Binary] lhs:Exp op:"*" rhs:Exp
| [Const] value:int
| "(" Exp ")"

Parentheses don't introduce objects
```

class Exp
class Binary < Exp
op: str
lhs: Exp
rhs: Exp
class Const < Exp
value: int

```

\section*{Expressions}

\section*{Refactored grammar for disambiguation}

Term ::= [Binary] lhs:Term op:"+" rhs:Fact
| Fact
Fact ::= [Binary] lhs:Fact op:"*" rhs:Prim
\(\quad \mid\) Prim
Prim : \(:=\) [Const] value:int

\(\mid \quad\) "(" Term ")"
```

class Exp
class Binary < Exp
op: str
lhs: Exp
rhs: Exp
class Const < Exp
value: int

```

\section*{State machines}

\section*{start Opened}
state Opened
on close go Closed state Closed
on open go Opened
on lock go Locked
state Locked on unlock go Closed


\section*{The object grammar}

M ::= [Machine] "start" start:</states[it]> states:S*

S ::= [State] "state" name:sym out:T*

T ::= [Transition] "on" event:sym "go" to:</states[it]>

\section*{Creating the spine}
start Opened
state Opened
on close go Closed
state Closed
on open go Opened
on lock go Locked
state Locked
on unlock go Closed


\section*{Creating the spine}
start Opened
state Opened
on close go Closed
state Closed
on open go Opened
on lock go Locked
state Locked
on unlock go Closed


\section*{Creating the spine}
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\section*{Creating the spine}


\section*{Cross links}

\begin{tabular}{|c|} 
start Opened \\
\hline state Opened \\
on close go Closed \\
\hline state Closed \\
on open go Opened \\
\hline on lock go Locked \\
\hline state Locked \\
on unlock go Closed \\
\hline
\end{tabular}

\section*{Cross links}

start Opened
state Opened on close go Closed
state Closed
on open go Opened
on lock go Locked
state Locked
on unlock go Closed

\section*{Cross links}

\begin{tabular}{|c|}
\hline state Opened \\
on close go Closed \\
\hline state Closed \\
on open go Opened \\
on lock go Locked \\
\hline onte Locked \\
on unlock go Closed \\
\hline
\end{tabular}

\section*{Cross links}
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\section*{Cross links}



\section*{Paths}
- Navigate the resulting model along
- Fields
- Collections (keyed, positional)
- NB: model may not be finished yet
- Paths may traverse cross links too
- Iterative fix point

\section*{A path}


Paths can also start at current object (.) or parent (..)

\section*{Creating cross links}
start Opened state Opened
on close go Closed
state Closed
on open go Opened
on lock go Locked
state Locked
on unlock go Closed


\section*{Creating cross links}
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state Opened
on close go Closed
state Closed
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on lock go Locked
state Locked
on unlock go Closed


\section*{Creating cross links}


\section*{Creating cross links}


\section*{Creating cross links}


\section*{Creating cross links}


\section*{Creating cross links}


\section*{Creating cross links}


\section*{Creating cross links}


\section*{Creating cross links}


\section*{Creating cross links}


\section*{Creating cross links}


\section*{Creating cross links}


\section*{Creating cross links}


\section*{Creating cross links}


\section*{Creating cross links}


\section*{Creating cross links}


\section*{Creating cross links}


\section*{Creating cross links}


\section*{Creating cross links}


\section*{Creating cross links}


\section*{Creating cross links}


\section*{Creating cross links}


\section*{Creating cross links}


\section*{Creating cross links}


\section*{Creating cross links}


\section*{Assessment}
- Bi-directional \& compositional
- Flexible:
- interleaved data binding
- path-based references \& predicates
- formatting hints
- Self-described

\section*{Composition in Ensō}


\section*{Conclusion}
- Object grammars: mapping text to objects and vice versa
- Declarative paths for resolving crossreferences
- Flexible, bi-directional and compositional
- Foundation of Ensō


\section*{Ensō}


Don't Design Your Programs, Program Your Designs
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